**Computer Architecture CSF342**

**Lab sheet 1**

Topic: Introduction to MARS simulator and basic MIPS programming

### **Computer Architecture Lab: Introduction to MARS (MIPS Assembler and Runtime Simulator)**

**Lab 1: Basic MIPS Assembly Programming**

#### **1. Introduction to MARS**

MARS is a lightweight simulator for the MIPS assembly language. It allows you to:

* Write, assemble, and run MIPS code.
* Debug programs step-by-step.
* Inspect registers, memory, and system resources.

Know more about MARS from here: <https://dpetersanderson.github.io/>

#### **2. Starting MARS in Ubuntu**

1. **Prerequisites**: Ensure Java is installed:

sudo apt install openjdk-17-jre



1. **Run MARS**: Open a terminal and execute:

java -jar Mars4\_5.jar # Replace with your MARS .jar filename



The MARS GUI will launch.

#### **3. Basic Operations**

* **Create a New File**: Click File > New to open an editor.
* **Write Code**: Type MIPS assembly code (save as \*.s).
* **Assemble**: Click ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACQAAAAhCAYAAACxzQkrAAAEAklEQVR4Xs2W204bVxSGeZQ8RF+hN7nuRaNKASnirr3IRRNVTYUaUapECokTuSlSKKJKOKi1SSKwrBBHoYmQcWgdx1E42OAjPmLwAXzisDr/QmsLz9hjU6nClj7Zs2cz6+OfvddMz/HxMYGRkZFzZ2dnh3qOjo4IYOA8P1K/5/DwkIAMwPI8UEIHBwcEukaoXq8T6BqhWq1GoGuEqtUqgU6FHA4HDQwMMPPz8+Tz+Qxz/gtKqFKpEOhUCCKZdEpLtUqrqyt87PF4KJfLGeaeBue3t7cN44ISKpfLBDoVisViLFGtlKlULCgpKaqfD4KRJN18+Jyu/fLKcE5QQvv7+wTMhFBobW1NHYvUduYkKRFqlsC7j2H6rP8xX/s7q5P6bzkNc4AS2tvbI9BKCDKzs7NcdG5uTo1j/eSymQahZojM8vIyzczMUP/gn4Y5QAmVSiUCrYRSqRQXTCXjlM1m+bfNZtNSinJC9XqN7luGGxIUJJ1gMMgy/Fu7ffp5DULFYpFAKyEwNTWlCSWoWNjVUkmzSDadVEhKuJV6GfQ4fAOM6a9tECoUCgTMhFBoeHiYvH97tBZRYYFa7eRbSWnjIiUyeGjj2+UJGK6pRwnl83kCZkIAt8Rut3NRAT0JUpJYubxPY2O/sQR6W6tUmu1GJbS7u0ugnZAeJLG0tMRikEom4jS/4KbPr07zJjmLDFBC+gH9xHYgOUiNPvWwRCgUoks//EGTkxMNC72ViKCEMBGcVQi75cLFnxWQQTJf3LDTY5uD3yBkTWF36v9ejxJCMwNnERKZb+9pxV+8p3sTr5TU5DMXLSwsUCwa4UUNqWYtQY8Sgj3oVOi0jD+Uod/tL2nU8Q9d+d7K4xCAiOy+TqWUUCaTIdCJkMgMPnLQSjRHd359wiKjzg/Ud93C52RNQUR2XydSSiidThNoJyQyI7Y3FErm6ccH0/TlN4Msg7S+unqLz4fDYVpZOXng6pMaGhpqKaWE8GgAZkLYvig2PuumnVKZZfqu3TXI+D4FKZFIMF6vV0nFYxHq7b2sktJfv0EomUwSMBNCMYu2cPN7FXr4xNFUZvGdj94uefn2Q8jtdvPiFqlSqcgNGMfN3gqUkPxH7YSeLgYoV9TSuX2yZk7LOF1vaH19nduHvIhBLBAI8BuCxWJhEavVys20WRtQQltbWwTaCX390ziLvPZFOS2Rcf3lpng8zvNQCCJYkyKHY7/fTxsbG1wHy8NUCBcDZkIef0hJAdnirsUPtBYMc2EU2tzc5LRRGCJYCpCLRCJcQ2RMbxk6KTATOi0lrG7EuJikIskA2SgQkt84D5FWjxAlFI1GCbQT+r9RQogTdI0QGhnoGiG8LoCuEcLOABg4b/D5F1moXgFrhtSXAAAAAElFTkSuQmCC)(or press F3).
* **Execute**: Click ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACIAAAAiCAYAAAA6RwvCAAAEbUlEQVR4Xu2WbUxTdxTG/SbY3lISTDR+MjFEP/DBlw2KMFhZCBGVzkAISAgEnSEQZIQZJJgQEQaRYRgwVuqAARtDR2k7mq5DUFD3InQMZdk6BilgxhiMxMWwZXN5tnPIbVj/LqW4BLPY5MmFy7nn/O5z/ueUTXhKPpv0ej02WktLSysgG/mR67tBiGoj9AzEU/8fkLFvxmDsM6K8qRznG8+j3dKOkXsjQpw3rRuk8nIltCe02PzcZpZfmB/8Nf7u34MPB+NszVnhuX+TzyATUxPQndZxsb0X9+LSZ5dwe/Y27v9yH4vLi/xz3Rd1/DeKOXj8IEZGvTvkE4htyAZVuArSYQmtX7VyYRJBrJZ83/ClAaokFZQaJVq6WoR86wKZdE1ie+x2BBUGwfmzk+WYc7Du/HDHLfne6I+jHEPXwFcDoY5QY/DWoJDXZ5DEgkQoY5Vs/YBrAPvf2A9lqhLF14phcprcsk5YYfveBvuknUWxxm+NkOIkaFI0mJ2dFXKvGaT7k27ud8VQBSfuHO9EQF4Aln5dQp41D9uKtuGU6RSaR5tZ1DYSxXV93QXLdxbk9uZyjpKLJUL+NYOEpYWxvTdnbqJxpBG1n9dCna/Goz8fMczyH8vI+SgHW1/bipM9J/kAU0zDcAP0Dj2fFT4vJ1TYGbcTLpdLqOEVhKbE73k/HGs/ho57HbgweAGl10sRkBPAILIe/PYAD39/iIwPMxiIrhRbeasS1Z9WMxC1k1yx2q1CHa8g5n4zP0xvSUnP2M+gwFYA1Suqf4DIIocIKum9JAbK7M5ESX8JCj8uxKHmQystrq0Q6ngFabrSxA9Tr5PfT2alXUmDlCkJEKtF40tABBLZEMluHGk9wu7ml+YLdbyCGK4aGIQO4b7qfQipCsHu8t3YEr9FKO4pOjvkUPrVdGje1ODou0fXD2IZsDAInYu4y3FuGIVOIRSWRU4QxI3pG9yWGH0Mot6KQnRjNOcqqykT6ngFmZyehH+oP3RtOp6IAzUH2GbFyyKIDEC7hgDiW+LZiYj6CMQaYhFcFswgPZYeoY5XEFLY8b/HNzeQ20NJw+vCoUxUugFoWuhKG5UONE0YAVAcnQ9ygu7RM7vid2F8fFyosSYQ87WVyaFe076g5DQRMsjdn+7yzkjpTOHiJAKmOO3bWnZGduNc1bnHbtc1gZCS8pOgeFHBi4rejvpOm5MAsoxZ/NZUWHaAAKgdshQvKBCdHg2HwyHk9glkanoKO17aAXWWmndKtjmb98LqYp6iKaGRlRIkBEUFwWQ2YW5uTsjtEwjJPmRHYGQgO0N20xce7RQqKBen++RY6gep2FOxB4pIBf/rUNdU99jVvi4QknPCiYTsBO43uRNaG8pblL7UZJdoz0jJEsfEZMag19qLmZkZIdcTgZAWFxeh79BDm6HlBUUFPRWiC+HFNTY2hvn5eSGHp9YFImthYQHDjmG0dbWhuKoYRa8Xof6devT198HpdK4JQNYTgfyXegbiqacTZKNFn78AFVDv1zT7fVUAAAAASUVORK5CYII=) (or press F5).

**Key Settings**:

* **"Assemble all"**: Combines .text (code) and .data (variables) segments.
* **"Initialize Program Counter"**: Sets starting execution point (default: 0x00400000).

#### **4. Memory Segments**

* **Text Segment**: Stores your code (instructions).
* **Data Segment**: Stores global variables and strings.
  + Example:

.data

msg: .asciiz "Hello World!" # Declares a string in data segment



#### **5. Execution Modes**

* **Run All**: Executes the entire program at once (use ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACIAAAAiCAYAAAA6RwvCAAAEbUlEQVR4Xu2WbUxTdxTG/SbY3lISTDR+MjFEP/DBlw2KMFhZCBGVzkAISAgEnSEQZIQZJJgQEQaRYRgwVuqAARtDR2k7mq5DUFD3InQMZdk6BilgxhiMxMWwZXN5tnPIbVj/LqW4BLPY5MmFy7nn/O5z/ueUTXhKPpv0ej02WktLSysgG/mR67tBiGoj9AzEU/8fkLFvxmDsM6K8qRznG8+j3dKOkXsjQpw3rRuk8nIltCe02PzcZpZfmB/8Nf7u34MPB+NszVnhuX+TzyATUxPQndZxsb0X9+LSZ5dwe/Y27v9yH4vLi/xz3Rd1/DeKOXj8IEZGvTvkE4htyAZVuArSYQmtX7VyYRJBrJZ83/ClAaokFZQaJVq6WoR86wKZdE1ie+x2BBUGwfmzk+WYc7Du/HDHLfne6I+jHEPXwFcDoY5QY/DWoJDXZ5DEgkQoY5Vs/YBrAPvf2A9lqhLF14phcprcsk5YYfveBvuknUWxxm+NkOIkaFI0mJ2dFXKvGaT7k27ud8VQBSfuHO9EQF4Aln5dQp41D9uKtuGU6RSaR5tZ1DYSxXV93QXLdxbk9uZyjpKLJUL+NYOEpYWxvTdnbqJxpBG1n9dCna/Goz8fMczyH8vI+SgHW1/bipM9J/kAU0zDcAP0Dj2fFT4vJ1TYGbcTLpdLqOEVhKbE73k/HGs/ho57HbgweAGl10sRkBPAILIe/PYAD39/iIwPMxiIrhRbeasS1Z9WMxC1k1yx2q1CHa8g5n4zP0xvSUnP2M+gwFYA1Suqf4DIIocIKum9JAbK7M5ESX8JCj8uxKHmQystrq0Q6ngFabrSxA9Tr5PfT2alXUmDlCkJEKtF40tABBLZEMluHGk9wu7ml+YLdbyCGK4aGIQO4b7qfQipCsHu8t3YEr9FKO4pOjvkUPrVdGje1ODou0fXD2IZsDAInYu4y3FuGIVOIRSWRU4QxI3pG9yWGH0Mot6KQnRjNOcqqykT6ngFmZyehH+oP3RtOp6IAzUH2GbFyyKIDEC7hgDiW+LZiYj6CMQaYhFcFswgPZYeoY5XEFLY8b/HNzeQ20NJw+vCoUxUugFoWuhKG5UONE0YAVAcnQ9ygu7RM7vid2F8fFyosSYQ87WVyaFe076g5DQRMsjdn+7yzkjpTOHiJAKmOO3bWnZGduNc1bnHbtc1gZCS8pOgeFHBi4rejvpOm5MAsoxZ/NZUWHaAAKgdshQvKBCdHg2HwyHk9glkanoKO17aAXWWmndKtjmb98LqYp6iKaGRlRIkBEUFwWQ2YW5uTsjtEwjJPmRHYGQgO0N20xce7RQqKBen++RY6gep2FOxB4pIBf/rUNdU99jVvi4QknPCiYTsBO43uRNaG8pblL7UZJdoz0jJEsfEZMag19qLmZkZIdcTgZAWFxeh79BDm6HlBUUFPRWiC+HFNTY2hvn5eSGHp9YFImthYQHDjmG0dbWhuKoYRa8Xof6devT198HpdK4JQNYTgfyXegbiqacTZKNFn78AFVDv1zT7fVUAAAAASUVORK5CYII=)).
* **Step-by-Step**: Debug line-by-line (use ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACMAAAAhCAYAAABTERJSAAAEG0lEQVR4Xu2Wb0xTdxSG+bBP0oo0gIbwxaRooiHEGEWZTIUIaldERDsbNRhUZrMYUFYLmow/me1IpFaHtJYwYnGM4TqoKX+GlW1urhndMHMDijUjrO0aW5q4GbZsLu9yfkuJ9tKsd5NgNps8adrcnPPc93fOzY0xGAyYb4LBIBwOB2Lox3x+Qv2fkCG7+eC5TCT+OzL+gB/223YYrxpRp69D8wfNcNxxcK6LFt4ygUAAo3dHodKqsEaxBgKZAMKDQsSVxkG4XwhBkQBp+9OguaTB+L1xdn14jUjwkvH6vDAPmCEtlyKlKgXlPeXodfXCOeWE+yc3RgOjsIxbsO/9fUg+ngyZUoa+T/rg9/s5tWYjahm6w25bN1aVrsJm/WZY71pZ83BIbNg3DMNXBiyrW4Z1B9fh1pe3OPVmI2qZMdcY8svzsf78epbGrrZdENeK0TjUyNKg//rv9eP699dxY+IGo2W4BaIyEfIV+fB6vZya4UQtc+7yOYiOi1iDzpFOLFEtYSmQFAme+fQMjF8b0Xq7ldH+bTvMY2actp3GguwFUF9Qc2qGE5XMff99rJCvQJ4xjzXSfqFFkjIJ079PI/hLkKWxtXkrZO/KcMx6DPWf10Nn16HJ0cSOa/HJxVi5YyWcTienNm+ZoW+GEPtyLFQfqVgjutuEigQ8+uMRg6Qe/vaQiVJSe9v34kDnAVQPVrPEsvXZSMhKgKnDxKnNW8ZkMbGV1XymQWlXKUrMJYh7LW5GJgQJkRgdV0VfBeTvySFtlULyjgTxL8ajUl3Jqc1bxthpZDLKfiUydBlYfXY1BHsEHJnHk/L+7GWpbLy4EdtbtmNR5iKUVZdxavOWoZWOLYjF0e6j2PD2BqS9lRZR5sGvDxCYDqDtThubI5IhKJnas7Wc2rxlJn6YgEgqQsHlAhY7S0b2lwylQJAEPfhIgo5nU9MmZF7IRI4hB0vfWIrk7GRYe62c2rxliCJlEcQ1Yhz+8DC704VHFs7MCa04SRRfLUauMZetOiVIg0tQqjsVO9k2xbwQwwivz0um5+MeLC9eDkmLBLuv7EZ6fTrsHjs6vutgA11oKmSSWY1ZDEqEjinx9USIpWJ0XeuaEfnXMp4fPai5WIPEI4ksAVpdgsQojVAKJLHl0hY2tKm1qYjPi4f6vBqTk5NPT4ZwupyQn5RDmCNkM0HbRTLUmITom+aKoOeQ8CUhFKcUGBkZmanx1GQIj9cDTZMGqZJUJJUksc2iJGiwaVZSTqVAtEOE9MJ0aPVaNidTU1NzI0NQcdtNG6oaqrDt1W3IeCWDNV+7Zy1yD+XixJsnYOm1wO12PyEyJzIhfD4fBm8OQmfUoVJTiQZ9AwZsA3C5XBHfYeZM5p/wzMg8vk2zCf1/Zf6O5zKReLZl5puQzJ+7xgRNlD+YJwAAAABJRU5ErkJggg==)).
  + Observe changes in registers after each instruction.

#### **6. Side Panels**

* **Registers Panel**: Shows values of all 32 MIPS registers ($t0, $s0, etc.).
* **Coprocessor 1 (FPU)**: Handles floating-point operations.
* **Memory Panel**: Displays content of data and text segments.

#### **7. I/O via Syscalls**

Use syscall to interact with the console:

1. Load service code into $v0.
2. Set arguments (e.g., $a0 = address of string).
3. Execute syscall.

| **Service** | **$v0** | **Arguments** |
| --- | --- | --- |
| Print integer | 1 | $a0 = integer |
| Print string | 4 | $a0 = address of string |
| Read integer | 5 | Input saved to $v0 |
| Exit | 10 | Terminates program |

#### **8. Example 1: Hello World**

.data

msg: .asciiz "Hello World!" # String declaration

.text

main:

li $v0, 4 # Service 4: print string

la $a0, msg # Load address of 'msg'

syscall # Execute

li $v0, 10 # Service 10: exit

syscall



**To Run**: Assemble → Execute. Output appears in the "Run I/O" console.

#### **9. Example 2: Hardcoded Adder**

.text

main:

li $s0, 5 # Load 5 into $s0

li $s1, 3 # Load 3 into $s1

add $t0, $s0, $s1 # $t0 = $s0 + $s1

# Print result

li $v0, 1 # Service 1: print integer

move $a0, $t0 # Copy $t0 to $a0

syscall

li $v0, 10 # Exit

syscall



#### **10. Lab Task: User-Input Adder**

Modify the adder to:

1. Prompt the user for two integers.
2. Read the integers.
3. Compute and print their sum.

**Hint**: Use syscall services 4 (print string), 5 (read integer), and 1 (print integer).

**Example Workflow**:

Enter first number: 5

Enter second number: 3

Sum = 8



### **Appendix: MARS Settings and Help Manual**

#### **A.1 Key MARS Settings (Bulleted Overview)**

* **Assemble all**: Combines .text (code) and .data (variables) segments into one executable.
* **Initialize Program Counter to global 'main' if defined**: Sets start address to main label (else defaults to 0x00400000).
* **Permit extended (pseudo) instructions**: Enables simplified instructions (e.g., move, li) that translate to core MIPS commands.
* **Delayed branching**: Simulates MIPS pipeline behavior (disable for simplicity in beginners' labs).
* **Self-modifying code**: Allows code to alter itself during runtime (advanced; keep disabled).
* **Highlight execution path**: Colors the next instruction to execute during step-by-step debugging.
* **Popup dialog for input syscalls**: Opens a separate window for user input (disable to use the console).

#### **A.2 Help Manual (F1) Overview**

The built-in help manual (Help → Help or F1) provides:

* **Basic Instructions**:  
  Core MIPS commands (e.g., add, lw, beq) with syntax and usage examples.
* **Pseudo-Instructions**:  
  Simplified commands translated to core instructions (e.g., move $t0, $t1 → add $t0, $t1, $zero).
* **Directives**:  
  Assembly-time controls (e.g., .data, .asciiz, .word) for data allocation and program structure.
* **Syscalls**:  
  Complete list of I/O services (e.g., $v0=1 prints integer; $v0=8 reads string) with argument requirements.
* **Troubleshooting**:  
  Common errors (e.g., alignment issues, undefined labels) and debugging tips.

**Tip**: Use F1 as a quick reference during coding!

**Early habits to Adopt (as suggested by deepseek) will be needed in future.**

### **Pro Tips for MIPS Assembly Programming**

Adopt these habits from Day 1 to write cleaner, more efficient, and debuggable code:

#### **1. Comment Religiously**

add $t0, $s1, $s2 # $t0 = current\_score + bonus (avoid "adds s1 and s2")



* **Why**: Assembly is opaque. Explain the **purpose** (e.g., "calculating total score"), not just the operation.

#### **2. Use Labels, Not Magic Numbers**

❌ li $v0, 4  
✅ li $v0, 4 # syscall: print\_string

* **Better**: Define constants:

.eqv PRINT\_INT 1

.eqv EXIT 10



Then use: li $v0, PRINT\_INT

#### **3. Stick to Register Conventions**

| **Register** | **Purpose** |
| --- | --- |
| $t0-$t9 | **Temporaries** (caller-saved) |
| $s0-$s7 | **Saved values** (callee-saved) |
| $a0-$a3 | **Arguments** |
| $v0-$v1 | **Return values/syscalls** |

* **Why**: Prevents bugs in larger programs and nested calls.

#### **4. Always Exit Cleanly**

end\_program:

li $v0, 10 # syscall: exit

syscall



* **Why**: Prevents "falling off" into undefined memory.

#### **5. Test Incrementally**

After writing 3-5 lines:

1. **Assemble** (check for syntax errors).
2. **Step-through** (verify register values).

* **Tip**: Set breakpoints early.

#### **6. Isolate Subroutines**

# Good structure:

.text

main:

...

jal get\_input # Jump to subroutine

...

get\_input: # Subroutine

...

jr $ra # Return



#### **7. Initialize Registers**

❌ Assuming $s0 is 0 at startup.  
✅ Explicitly set:

start:

li $s0, 0 # Initialize counter



* **Why**: Simulators may not zero registers.

#### **8. Use MARS Features**

* **Auto-complete**: Press Ctrl+Space for directives/syscalls.
* **Debugger**: Set breakpoints (click left margin) to pause at critical points.

#### **9. Avoid Pseudo-Instructions Early**

❌ move $t0, $t1 (pseudo-instruction)  
✅ add $t0, $t1, $zero (core instruction)

* **Why**: Deepens understanding of MIPS internals.

#### **10. Sanitize User Input**

After syscall reads:

# Example: Check if input is negative

blt $v0, $zero, invalid\_input



* **Why**: Prevents overflow/logic errors.

**Golden Rule**: If it feels hacky, it probably is. Rewrite.

Adopting these habits early saves hours of debugging and builds foundational skills for advanced labs! 🚀